![Logo

Description automatically generated](data:image/jpeg;base64,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)

**MAHARAJA AGRASEN INSTITUTE OF TECHNOLOGY**

**VISION**

To nurture young minds in a learning environment of high academic value and imbibe spiritual and ethical values with technological and management competence.

**MISSION**

The Institute shall endeavor to incorporate the following basic missions in the teaching methodology:

**Engineering Hardware – Software Symbiosis**

Practical exercises in all Engineering and Management disciplines shall be carried out by Hardware equipment as well as the related software enabling deeper understanding of basic concepts and encouraging inquisitive nature.

**Life – Long Learning**

The Institute strives to match technological advancements and encourage students to keep updating their knowledge for enhancing their skills and inculcating their habit of continuous learning.

**Liberalization and Globalization**

The Institute endeavors to enhance technical and management skills of students so that they are intellectually capable and competent professionals with Industrial Aptitude to face the challenges of globalization.

**Diversification**

The Engineering, Technology and Management disciplines have diverse fields of studies with different attributes. The aim is to create a synergy of the above attributes by encouraging analytical thinking.

**Digitization of Learning Processes**

The Institute provides seamless opportunities for innovative learning in all Engineering and Management disciplines through digitization of learning processes using analysis, synthesis, simulation, graphics, tutorials and related tools to create a platform for multi-disciplinary approach.

**Entrepreneurship**

The Institute strives to develop potential Engineers and Managers by enhancing their skills and research capabilities so that they become successful entrepreneurs and responsible citizens.
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**EXPERIMENT – 1**

**AIM:** 1.A. Implement the lexical analyzer generating tool and check whether the string is identifier/keyword/symbol by using rules of identifiers and keywords using lex tool.

**PROGRAM:**

%{

#include <stdio.h>

#include <stdbool.h>

#include <string.h>

char\* keywords[] = {

"auto", "break", "case", "char", "const", "continue", "default", "do",

"double", "else", "enum", "extern", "float", "for", "goto", "if","int",

"long", "register", "return", "short", "signed", "sizeof", "static",

"struct", "switch", "typedef", "union", "unsigned", "void", "volatile",

"while"

};

bool isKeyword(char\* str) {

int numKeywords=sizeof(keywords)/sizeof(keywords[0]);

for (int i = 0; i < numKeywords; i++)

if (strcmp(str, keywords[i]) == 0) return true;

return false;

}

%}

%%

[a-zA-Z\_][a-zA-Z0-9\_]\* {

if (isKeyword(yytext)) {

printf("Keyword: %s\n", yytext);

} else {

printf("Identifier: %s\n", yytext);

}

}

[0-9]+ { printf("Number: %s\n", yytext); }

[;{}(),=:] { printf("Symbol: %s\n", yytext); }

[ \t\n] { /\* Ignore whitespace and newline characters \*/ }

. { printf("Invalid: %s\n", yytext); }

%%

int yywrap() {}

int main() {

yylex();

return 0;

}

**OUTPUT:**

~/compilerdesignlab$ ~/compilerdesignlab$ lex main.c

~/compilerdesignlab$ gcc lex.yy.c

~/compilerdesignlab$ ./a.out

hi

Identifier: hi

if

Keyword: if

while

Keyword: while

10

Number: 10

^C

~/compilerdesignlab$

**AIM:** 1.B. Write a lex program to print “Compiler” when “hi” is input string.

**PROGRAM:**

%{

#include <stdio.h>

%}

%%

hi { printf("Compiler\n"); }

.\* { printf("Wrong"); }

%%

int yywrap(){}

int main() {

yylex();

return 0;

}

**OUTPUT:**

~/compilerdesignlab$ lex main.c

~/compilerdesignlab$ gcc lex.yy.c

~/compilerdesignlab$ ./a.out

hi

Compiler

Hello

Wrong

Hi

Wrong

hi

Compiler

^C

~/compilerdesignlab$

**AIM:** 1.C. Write a lex program to check whether number is even/odd.

**PROGRAM:**

%{

#include <stdio.h>

%}

%%

[0-9]+ {

int num = atoi(yytext);

if (num % 2 == 0) printf("%s is even\n", yytext);

else printf("%s is odd\n", yytext);

}

.|\n { /\* Ignore all other characters \*/ }

%%

int yywrap() {}

int main() {

yylex();

return 0;

}

**OUTPUT:**  
~/compilerdesignlab$ lex main.c

~/compilerdesignlab$ gcc lex.yy.c

~/compilerdesignlab$ ./a.out

23

23 is odd

45

45 is odd

42

42 is even

^C

~/compilerdesignlab$

**AIM:** 1.D. Write a lex program to print sum of 2 numbers.

**PROGRAM:**

%{

#include <stdio.h>

%}

%%

[0-9]+ {

int num1 = atoi(yytext);

int num2;

if (scanf("%d", &num2) == 1) {

int sum = num1 + num2;

printf("Sum: %d\n", sum);

}

}

.|\n { /\* Ignore all other characters \*/ }

%%

int yywrap() {}

int main() {

yylex();

return 0;

}

**OUTPUT:**  
~/compilerdesignlab$ lex main.c

~/compilerdesignlab$ gcc lex.yy.c

~/compilerdesignlab$ ./a.out

23

56

Sum: 79

32

41

Sum: 73

1

2

Sum: 3

^C

~/compilerdesignlab$

**VIVA-VOCE QUESTIONS:**

**Ques 1.** What is Lex?

**Ans 1.** Lex is a tool used to generate lexical analyzers (scanners) for parsing text input.

**Ques 2.** What is a Lex rule pattern?

**Ans 2.** A Lex rule pattern is a regular expression that describes the text to be matched in the input..

**Ques 3.** How do you specify the action to be taken when a Lex pattern is matched?

**Ans 3.** Actions in Lex are written in C code enclosed in curly braces ‘{}’ and placed after the pattern.

**Ques 4.** What does the double percentage symbols (%%) signify in a Lex program?

**Ans 4.** The double percentage symbols (%%) in a Lex program separate the lexical rules from the actions.

**Ques 5.** How can you compile and execute a Lex program?

**Ans 5.** Use lex to generate a C source file, then compile it using a C compiler (e.g., gcc) binary. and execute the resulting.

Top of Form

**EXPERIMENT – 2**

**AIM:** Write a program to check whether a given string belongs to a grammar or not.

**PROGRAMS:**

1. Grammar: S -> aS, S -> Sb, S -> ab

#include <bits/stdc++.h>

using namespace std;

int main() {

string str;

bool flag = true;

cout << "The grammar is: S->aS, S->Sb, S->ab" << endl;

cout << "Enter the string to be checked: ";

cin >> str;

int n = str.length();

if (str[0] == 'a' && str[n - 1] == 'b'){

for (int i = 1; i < str.length(); i++){

if (str[i] == 'b') flag = false;

else if (str[i] == 'a' && flag == false){

cout << "String is not accepted";

exit(0);

}

}

cout << "String is accepted";

}

else{

cout << "String is not accepted";

}

return 0;

}

**OUTPUT:**

The grammar is: S -> aS, S -> Sb, S -> ab

Enter the string to be checked: aaabbbb

String is accepted

Enter the string to be checked: a

String is not accepted

2. Grammar: S -> aSa, S -> bSb, S -> a, S -> b

#include <bits/stdc++.h>

using namespace std;

int main() {

string str;

bool flag = true;

cout << "The grammar is: S->aSa, S->bSb, S->a, S->b" << endl;

cout << "Enter the string to be checked: ";

cin >> str;

int n = str.length();

int a = 0, b = n - 1;

if (n % 2 != 0){

while (b > a){

if (str[a] == str[b]){

a++; b--;

}

else{

cout << "String is not accepted";

exit(0);

}

}

cout << "String is accepted";

} else{

cout << "String is not accepted";

}

return 0;

}

**OUTPUT:**

The grammar is: S->aSa, S->bSb, S->a, S->b

Enter the string to be checked: aaabbbb

String is not accepted

Enter the string to be checked: a

String is not accepted

3. Grammar: S -> aSbb, S -> abb

#include <iostream>

using namespace std;

int main() {

string str;

bool flag = true;

int a\_count = 0, b\_count = 0;

cout << "The grammar is: S->aSbb, S->abb" << endl;

cout << "Enter the string to be checked: ";

cin >> str;

int n = str.length();

if (str[0] == 'a' && str[n - 1] == 'b'){

for (int i = 0; i < str.length(); i++){

if (str[i] == 'a' && flag == false){

cout << "String is not accepted";

exit(0);

} else if (str[i] == 'a' && flag == true) a\_count++;

else if (str[i] == 'b'){

b\_count++; flag = false;

}

}

if (b\_count == 2 \* a\_count) cout << "String is accepted";

else cout << "String is not accepted";

} else cout << "String is not accepted";

return 0;

}

**OUTPUT:**

The grammar is: S->aSbb, S->abb

Enter the string to be checked: aabbbb

String is accepted

Enter the string to be checked: aabbbab

String is not accepted

4. Grammar: S -> aSb, S -> ab

#include <iostream>

using namespace std;

int main() {

string str;

bool flag = true;

int a\_count = 0, b\_count = 0;

cout << "The grammar is: S->aSb, S->ab" << endl;

cout << "Enter the string to be checked: ";

cin >> str;

int n = str.length();

if (str[0] == 'a' && str[n - 1] == 'b'){

for (int i = 0; i < str.length(); i++){

if (str[i] == 'a' && flag == false){

cout << "String is not accepted";

exit(0);

}

else if (str[i] == 'a' && flag == true) a\_count++;

else if (str[i] == 'b'){b\_count++; flag = false;}

}

if (b\_count == a\_count) cout << "String is accepted";

else cout << "String is not accepted";

}

else cout << "String is not accepted";

return 0;

}

**OUTPUT:**

The grammar is: S->aSb, S->ab

Enter the string to be checked: aaab

String is not accepted

Enter the string to be checked: aabb

String is accepted

**VIVA-VOCE QUESTIONS:**

**Ques 1.** What is the key feature of a CFG?

**Ans 1.** CFGs use production rules to generate strings in a language.

**Ques 2.** How do you determine if a string is in a CFG's language?

**Ans 2.** By constructing a parse tree for the string.

**Ques 3.** What are terminal symbols in a CFG?

**Ans 3.** Symbols that appear in the input string.

**Ques 4.** What is the significance of the Pumping Lemma for CFGs?

**Ans 4.** It helps identify non-context-free languages.

**Ques 5.** Are all programming languages context-free?

**Ans 5.** No, many programming languages have context-sensitive syntax.

**EXPERIMENT – 3**

**AIM:** Write a program to check whether a string includes keyword or not.

**PROGRAM:**

#include <iostream>

#include <string>

using namespace std;

int main() {

string input;

cout << "Enter a string: "; cin >> input;

string keywords[] = {

"auto", "break", "case", "char", "const", "continue",

"default", "do", "double", "else", "enum", "extern", "float",

"for", "goto", "if", "int", "long", "register", "return",

"short", "signed", "sizeof", "static", "struct", "switch",

"typedef", "union", "unsigned", "void", "volatile", "while"

};

bool isKeyword = false;

for (const string& keyword : keywords) {

if (input == keyword) {

isKeyword = true;

break;

}

}

if (isKeyword) cout << input << " is a C++ keyword." << endl;

else cout << input << " is not a C++ keyword." << endl;

return 0;

}

**OUTPUT:**

Enter a string: do

do is a C++ keyword.

Enter a string: hi

hi is not a C++ keyword.

**EXPERIMENT – 4**

**AIM:** Write a program to remove left recursion from a grammar.

**PROGRAM:**

#include<iostream>

#include<string>

using namespace std;

int main() {

string ip,op1,op2,temp;

int sizes[10] = {};

char c;

int n,j,l;

cout<<"Enter the Parent Non-Terminal : ";

cin>>c;

ip.push\_back(c);

op1 += ip + "\'->";

ip += "->";

op2+=ip;

cout<<"Enter the number of productions : ";

cin>>n;

for(int i=0;i<n;i++) {

cout<<"Enter Production "<<i+1<<" : ";

cin>>temp;

sizes[i] = temp.size();

ip+=temp;

if(i!=n-1) ip += "|";

}

cout<<"Production Rule : "<<ip<<endl;

for(int i=0,k=3;i<n;i++) {

if(ip[0] == ip[k]) {

cout<<"Production "<<i+1<<" has left recursion."<<endl;

if(ip[k] != '#') {

for(l=k+1;l<k+sizes[i];l++) op1.push\_back(ip[l]);

k=l+1;

op1.push\_back(ip[0]);

op1 += "\'|";

}

} else {

cout<<"Production "<<i+1<<" does not have left recursion."<<endl;

if(ip[k] != '#') {

for(j=k;j<k+sizes[i];j++) op2.push\_back(ip[j]);

k=j+1;

op2.push\_back(ip[0]);

op2 += "\'|";

} else {

op2.push\_back(ip[0]);

op2 += "\'";

}

}

}

op1 += "#";

cout<<op2<<"\n"<<op1<<"\n";

return 0;

}

**OUTPUT:**

Enter the Parent Non-Terminal : 5

Enter the number of productions : 2

Enter Production 1 : Sa

Enter Production 2 : bS

Production Rule : 5->Sa|bS

Production 1 does not have left recursion.

Production 2 does not have left recursion.

S->SaS'|bSS'|

S'->#

**VIVA-VOCE QUESTIONS:**

**Ques 1.** What is left recursion in a context-free grammar (CFG)?

**Ans 1.** Left recursion in a CFG occurs when a non-terminal can directly or indirectly derive a production that starts with itself.

**Ques 2.** Why is left recursion problematic in a CFG?

**Ans 2.** Left recursion can lead to infinite loops in parsing, making it impossible to generate a valid parse tree for the grammar.

**Ques 3.** What is the general approach to remove left recursion from a CFG?

**Ans 3.** To remove left recursion, you create new non-terminals and rewrite productions so that the grammar no longer has any left-recursive productions.

**Ques 4.** How do you distinguish between left-recursive and right-recursive productions in a grammar?

**Ans 4.** A production is left-recursive if the first symbol on the right side is the same as the non-terminal on the left side. It is right-recursive if the non-terminal appears at the end.

**Ques 5.** What is the purpose of introducing new non-terminals when removing left recursion?

**Ans 5.** Introducing new non-terminals allows you to rewrite the grammar in a way that avoids left recursion while preserving the original language generated by the grammar.

**EXPERIMENT – 5**

**AIM:** Write a program to perform Left Factoring on a Grammar.

**PROGRAMS:**

#include <iostream>

#include <vector>

#include <string>

#include <algorithm>

using namespace std;

void leftFactoring(string nonTerminal, vector<string>& productions) {

// Step 1: Find the longest common prefix

string prefix;

for (int i = 0; i < productions[0].length(); i++) {

char ch = productions[0][i];

bool common = true;

for (int j = 1; j < productions.size(); j++)

if (productions[j][i] != ch) {

common = false;

break;

}

if (common) prefix += ch;

else break;

}

// Step 2: Remove the common prefix from productions

for (int i = 0; i < productions.size(); i++)

productions[i] = productions[i].substr(prefix.length());

// Step 3: Generate new productions

cout << nonTerminal << " -> " << prefix << " " << nonTerminal << "'" << endl;

cout << nonTerminal << "' ->";

for (int i = 0; i < productions.size(); i++)

cout << " " << productions[i] << (i == productions.size() - 1 ? "" : " |");

cout << " | ε" << endl;

}

int main() {

string nonTerminal;

cout << "Enter the non-terminal symbol: ";

cin >> nonTerminal;

vector<string> productions;

cout << "Enter the productions (separated by space or comma): ";

string productionStr;

getline(cin >> ws, productionStr);

size\_t pos = 0;

string delimiter = " ";

while ((pos = productionStr.find(delimiter)) != string::npos) {

string production = productionStr.substr(0, pos);

productions.push\_back(production);

productionStr.erase(0, pos + delimiter.length());

}

if (!productionStr.empty()) productions.push\_back(productionStr);

leftFactoring(nonTerminal, productions);

return 0;

}

**OUTPUT:**

Enter the non-terminal symbol: S

Enter the productions (separated by space or comma): aS A bS aAa a b S

S -> S'

S' -> aA | bS | aAa | a | b | S | ε

**EXPERIMENT – 6**

**AIM:** Write a program to show all the operations of a stack.

**PROGRAMS:**

#include <iostream>

using namespace std;

class stack {

private:

int stk\_size,\*arr,index = -1;

public:

stack(int size) {stk\_size = size; arr = new int[size];}

void push(int elem) {

if (++index < stk\_size)

arr[index] = elem;

else {

cout << "Stack is full\n";

index--;

}

}

void pop() {

if (index >= 0)

cout << "pop:" << arr[index--] << "\n";

else cout << "Stack is empty\n";

}

void top() {cout << "Top:" << arr[index] << "\n";}

void size() {cout << "Size:" << index+1 << "\n";}

void isempty() {cout << "Is empty:" << (index < 0 ? "true" : "false") << "\n";}

};

int main() {

int size;

cout << "Enter the stack size:"; cin >> size;

stack obj = stack(size);

cout << "Adding elements {10,14,19} to stack\n";

obj.push(10);

obj.push(14);

obj.push(19);

obj.top();

obj.pop();

obj.pop();

obj.pop();

obj.pop();

obj.isempty();

return 0;

}

**OUTPUT:**

Enter the stack size:3

Adding elements {10,14,19} to stack

Top:19

pop:19

pop:14

pop:10

Stack is empty

Is empty:true